**Final Assignment**

**Single circular:**

**1: Forward & Reverse**

#include <iostream>

using namespace std;

// Node structure

struct Node {

int data;

Node\* next;

};

// Function to delete a node at a specific position in a circular linked list

void deleteNodeAtPosition(Node\*& head, int position) {

if (head == nullptr) { // List is empty

cout << "List is empty. Nothing to delete." << endl;

return;

}

// If the position is 0, delete the head node

if (position == 0) {

if (head->next == head) { // Only one node in the list

delete head;

head = nullptr;

} else {

Node\* last = head;

while (last->next != head) { // Find the last node

last = last->next;

}

Node\* temp = head;

head = head->next; // Move the head pointer

last->next = head; // Update the last node's next pointer

delete temp; // Delete the old head

}

return;

}

Node\* current = head;

Node\* previous = nullptr;

int count = 0;

// Traverse to the desired position

while (current->next != head && count < position) {

previous = current;

current = current->next;

count++;

}

// If position is out of bounds

if (current->next == head && count < position) {

cout << "Position out of bounds." << endl;

return;

}

// Delete the node

previous->next = current->next;

delete current;

}

// Function to insert a node at the end of the circular linked list

void insert(Node\*& head, int data) {

Node\* newNode = new Node{data, nullptr};

if (head == nullptr) {

head = newNode;

newNode->next = head;

return;

}

Node\* temp = head;

while (temp->next != head) {

temp = temp->next;

}

temp->next = newNode;

newNode->next = head;

}

// Function to display the circular linked list in forward traversal

void display(Node\* head) {

if (head == nullptr) {

cout << "List is empty." << endl;

return;

}

Node\* temp = head;

do {

cout << temp->data << " ";

temp = temp->next;

} while (temp != head);

cout << endl;

}

// Main function

int main() {

Node\* head = nullptr;

// Insert some nodes

insert(head, 10);

insert(head, 20);

insert(head, 30);

insert(head, 40);

cout << "Original list: ";

display(head);

// Delete node at position 2

deleteNodeAtPosition(head, 2);

cout << "After deleting node at position 2: ";

display(head);

// Delete node at position 0 (head node)

deleteNodeAtPosition(head, 0);

cout << "After deleting head node: ";

display(head);

return 0;

}

**Output:**
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**Deletion at Start**

#include <iostream>

using namespace std;

// Node structure

struct Node {

int data;

Node\* next;

};

// Function to delete the first node of a circular linked list

void deleteFirstNode(Node\*& head) {

if (head == nullptr) { // List is empty

cout << "List is empty. Nothing to delete." << endl;

return;

}

if (head->next == head) { // Only one node in the list

delete head;

head = nullptr;

return;

}

// Find the last node in the list

Node\* last = head;

while (last->next != head) {

last = last->next;

}

// Point the last node to the second node

Node\* temp = head;

head = head->next;

last->next = head;

// Delete the first node

delete temp;

}

// Function to insert a node at the end of the circular linked list

void insert(Node\*& head, int data) {

Node\* newNode = new Node{data, nullptr}; // Using initializer list for node creation

if (head == nullptr) {

head = newNode;

newNode->next = head;

return;

}

Node\* temp = head;

while (temp->next != head) {

temp = temp->next;

}

temp->next = newNode;

newNode->next = head;

}

// Function to display the circular linked list

void display(Node\* head) {

if (head == nullptr) {

cout << "List is empty." << endl;

return;

}

Node\* temp = head;

do {

cout << temp->data << " ";

temp = temp->next;

} while (temp != head);

cout << endl;

}

// Main function

int main() {

Node\* head = nullptr;

// Insert some nodes

insert(head, 10);

insert(head, 20);

insert(head, 30);

insert(head, 40);

cout << "Original list: ";

display(head);

// Delete the first node

deleteFirstNode(head);

cout << "After deleting the first node: ";

display(head);

return 0;

}

**Output :**
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**Delete at end :**

#include <iostream>

using namespace std;

// Node structure

struct Node {

int data;

Node\* next;

};

// Function to delete the last node of a circular linked list

void deleteLastNode(Node\*& head) {

if (head == nullptr) { // List is empty

cout << "List is empty. Nothing to delete." << endl;

return;

}

if (head->next == head) { // Only one node in the list

delete head;

head = nullptr;

return;

}

// Traverse the list to find the second last node

Node\* current = head;

while (current->next->next != head) {

current = current->next;

}

// Adjust pointers and delete the last node

Node\* last = current->next;

current->next = head;

delete last;

}

// Function to insert a node at the end of the circular linked list

void insert(Node\*& head, int data) {

Node\* newNode = new Node{data, nullptr}; // Using initializer list for cleaner code

if (head == nullptr) {

head = newNode;

newNode->next = head;

return;

}

Node\* temp = head;

while (temp->next != head) {

temp = temp->next;

}

temp->next = newNode;

newNode->next = head;

}

// Function to display the circular linked list

void display(Node\* head) {

if (head == nullptr) {

cout << "List is empty." << endl;

return;

}

Node\* temp = head;

do {

cout << temp->data << " ";

temp = temp->next;

} while (temp != head);

cout << endl;

}

// Main function

int main() {

Node\* head = nullptr;

// Insert some nodes

insert(head, 10);

insert(head, 20);

insert(head, 30);

insert(head, 40);

cout << "Original list: ";

display(head);

// Delete the last node

deleteLastNode(head);

cout << "After deleting the last node: ";

display(head);

return 0;

}

**Output :**
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**Delete by value :**

#include <iostream>

using namespace std;

// Node structure

struct Node {

int data;

Node\* next;

};

// Function to delete a node by its value in a circular linked list

void deleteNodeByValue(Node\*& head, int value) {

if (head == nullptr) { // List is empty

cout << "List is empty. Nothing to delete." << endl;

return;

}

Node\* current = head;

Node\* previous = nullptr;

// Case 1: The node to be deleted is the only node in the list

if (head->data == value && head->next == head) {

delete head;

head = nullptr;

return;

}

// Case 2: The node to be deleted is the head node

if (head->data == value) {

// Find the last node

while (current->next != head) {

current = current->next;

}

Node\* temp = head;

head = head->next;

current->next = head;

delete temp;

return;

}

// Case 3: The node to be deleted is in the middle or end of the list

do {

previous = current;

current = current->next;

if (current->data == value) {

previous->next = current->next;

delete current;

return;

}

} while (current != head);

// If the value was not found

cout << "Value " << value << " not found in the list." << endl;

}

// Function to insert a node at the end of the circular linked list

void insert(Node\*& head, int data) {

Node\* newNode = new Node{data, nullptr}; // Using initializer list for cleaner code

if (head == nullptr) {

head = newNode;

newNode->next = head;

return;

}

Node\* temp = head;

while (temp->next != head) {

temp = temp->next;

}

temp->next = newNode;

newNode->next = head;

}

// Function to display the circular linked list

void display(Node\* head) {

if (head == nullptr) {

cout << "List is empty." << endl;

return;

}

Node\* temp = head;

do {

cout << temp->data << " ";

temp = temp->next;

} while (temp != head);

cout << endl;

}

// Main function

int main() {

Node\* head = nullptr;

// Insert some nodes

insert(head, 10);

insert(head, 20);

insert(head, 30);

insert(head, 40);

cout << "Original list: ";

display(head);

// Delete a node by value

deleteNodeByValue(head, 20);

cout << "After deleting node with value 20: ";

display(head);

// Try to delete a node not in the list

deleteNodeByValue(head, 50);

cout << "After attempting to delete node with value 50: ";

display(head);

return 0;

}

**Output :**
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**Delete at Position :**

#include <iostream>

using namespace std;

// Node structure

struct Node {

int data;

Node\* next;

};

// Function to delete a node at a specific position in a circular linked list

void deleteNodeAtPosition(Node\*& head, int position) {

if (head == nullptr) { // List is empty

cout << "List is empty. Nothing to delete." << endl;

return;

}

// If the position is 0, delete the head node

if (position == 0) {

if (head->next == head) { // Only one node in the list

delete head;

head = nullptr;

} else {

Node\* last = head;

while (last->next != head) { // Find the last node

last = last->next;

}

Node\* temp = head;

head = head->next; // Move the head pointer

last->next = head; // Adjust the last node's next pointer

delete temp; // Delete the old head

}

return;

}

Node\* current = head;

Node\* previous = nullptr;

int count = 0;

// Traverse to the desired position

do {

if (count == position) break;

previous = current;

current = current->next;

count++;

} while (current != head);

// If position is out of bounds

if (count != position) {

cout << "Position out of bounds." << endl;

return;

}

// Delete the node

previous->next = current->next;

delete current;

}

// Function to insert a node at the end of the circular linked list

void insert(Node\*& head, int data) {

Node\* newNode = new Node{data, nullptr}; // Using initializer list

if (head == nullptr) {

head = newNode;

newNode->next = head;

return;

}

Node\* temp = head;

while (temp->next != head) {

temp = temp->next;

}

temp->next = newNode;

newNode->next = head;

}

// Function to display the circular linked list

void display(Node\* head) {

if (head == nullptr) {

cout << "List is empty." << endl;

return;

}

Node\* temp = head;

do {

cout << temp->data << " ";

temp = temp->next;

} while (temp != head);

cout << endl;

}

// Main function

int main() {

Node\* head = nullptr;

// Insert some nodes

insert(head, 10);

insert(head, 20);

insert(head, 30);

insert(head, 40);

cout << "Original list: ";

display(head);

// Delete node at position 2

deleteNodeAtPosition(head, 2);

cout << "After deleting node at position 2: ";

display(head);

// Try to delete node at an invalid position

deleteNodeAtPosition(head, 5);

cout << "After attempting to delete node at position 5: ";

display(head);

return 0;

}

**Output :**
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**Double :**

**Forward and Reverse :**

#include <iostream>

using namespace std;

// Define a Node of the doubly linked list

struct Node {

int data;

Node\* prev;

Node\* next;

Node(int val) : data(val), prev(nullptr), next(nullptr) {}

};

// Function to perform forward traversal of the doubly linked list

void forwardTraversal(Node\* head) {

cout << "Forward Traversal: ";

for (Node\* temp = head; temp != nullptr; temp = temp->next) {

cout << temp->data << " ";

}

cout << endl;

}

// Function to perform reverse traversal of the doubly linked list

void reverseTraversal(Node\* head) {

if (!head) { // If the list is empty

cout << "Reverse Traversal: List is empty." << endl;

return;

}

// Move to the last node

Node\* temp = head;

while (temp->next) {

temp = temp->next;

}

// Traverse backward from the last node

cout << "Reverse Traversal: ";

for (; temp != nullptr; temp = temp->prev) {

cout << temp->data << " ";

}

cout << endl;

}

// Function to append a node to the end of the doubly linked list

void appendNode(Node\*& head, int data) {

Node\* newNode = new Node(data);

if (!head) { // If the list is empty

head = newNode;

return;

}

Node\* temp = head;

while (temp->next) {

temp = temp->next;

}

temp->next = newNode;

newNode->prev = temp;

}

// Function to delete a node at a specific position in the doubly linked list

void deleteNodeAtPosition(Node\*& head, int position) {

if (!head) { // If the list is empty

cout << "The list is empty." << endl;

return;

}

if (position <= 0) { // Invalid position

cout << "Invalid position. Position should be greater than 0." << endl;

return;

}

Node\* temp = head;

int currentIndex = 1;

// Traverse to the node at the specified position

while (temp && currentIndex < position) {

temp = temp->next;

currentIndex++;

}

if (!temp) { // Position exceeds the list size

cout << "Position " << position << " exceeds the list size." << endl;

return;

}

if (temp == head) { // Deleting the head node

head = head->next;

if (head) {

head->prev = nullptr;

}

} else if (!temp->next) { // Deleting the last node

temp->prev->next = nullptr;

} else { // Deleting a middle node

temp->prev->next = temp->next;

temp->next->prev = temp->prev;

}

delete temp; // Free the memory of the node

cout << "Node at position " << position << " deleted successfully." << endl;

}

// Main function to demonstrate forward and reverse traversal

int main() {

Node\* head = nullptr;

// Add nodes to the doubly linked list

appendNode(head, 10);

appendNode(head, 20);

appendNode(head, 30);

appendNode(head, 40);

// Perform forward and reverse traversal before deletion

forwardTraversal(head);

reverseTraversal(head);

// Delete a node at position 2

deleteNodeAtPosition(head, 2);

// Perform forward and reverse traversal after deletion

forwardTraversal(head);

reverseTraversal(head);

return 0;

}

**Output :**
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**Delete at start :**

#include <iostream>

using namespace std;

// Define a Node of the doubly linked list

struct Node {

int data;

Node\* prev;

Node\* next;

Node(int val) : data(val), prev(nullptr), next(nullptr) {}

};

// Function to delete the first node of a doubly linked list

void deleteFirstNode(Node\*& head) {

if (!head) { // If the list is empty

cout << "The list is already empty." << endl;

return;

}

Node\* temp = head; // Store the current head node

head = head->next; // Move the head pointer to the next node

if (head) { // If the list is not empty after deletion

head->prev = nullptr;

}

delete temp; // Free the memory of the old head node

cout << "First node deleted successfully." << endl;

}

// Function to display the doubly linked list

void displayList(Node\* head) {

if (!head) {

cout << "The list is empty." << endl;

return;

}

for (Node\* temp = head; temp != nullptr; temp = temp->next) {

cout << temp->data << " ";

}

cout << endl;

}

// Function to insert a node at the end of the doubly linked list

void appendNode(Node\*& head, int data) {

Node\* newNode = new Node(data);

if (!head) { // If the list is empty

head = newNode;

return;

}

Node\* temp = head;

while (temp->next) {

temp = temp->next;

}

temp->next = newNode;

newNode->prev = temp;

}

int main() {

Node\* head = nullptr;

// Add nodes to the doubly linked list

appendNode(head, 10);

appendNode(head, 20);

appendNode(head, 30);

cout << "Original list: ";

displayList(head);

// Delete the first node

deleteFirstNode(head);

cout << "List after deleting the first node: ";

displayList(head);

return 0;

}

**Output :**
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**Delete at start:**

#include <iostream>

using namespace std;

// Define a Node of the doubly linked list

struct Node {

int data;

Node\* prev;

Node\* next;

Node(int val) : data(val), prev(nullptr), next(nullptr) {}

};

// Function to delete the last node of a doubly linked list

void deleteLastNode(Node\*& head) {

if (!head) { // If the list is empty

cout << "The list is already empty." << endl;

return;

}

if (!head->next) { // If the list has only one node

delete head;

head = nullptr;

cout << "Last node deleted successfully." << endl;

return;

}

Node\* temp = head;

// Traverse to the last node

while (temp->next) {

temp = temp->next;

}

// Update the previous node's next pointer

temp->prev->next = nullptr;

delete temp; // Free the memory of the last node

cout << "Last node deleted successfully." << endl;

}

// Function to display the doubly linked list

void displayList(Node\* head) {

if (!head) {

cout << "The list is empty." << endl;

return;

}

for (Node\* temp = head; temp != nullptr; temp = temp->next) {

cout << temp->data << " ";

}

cout << endl;

}

// Function to insert a node at the end of the doubly linked list

void appendNode(Node\*& head, int data) {

Node\* newNode = new Node(data);

if (!head) { // If the list is empty

head = newNode;

return;

}

Node\* temp = head;

while (temp->next) {

temp = temp->next;

}

temp->next = newNode;

newNode->prev = temp;

}

int main() {

Node\* head = nullptr;

// Add nodes to the doubly linked list

appendNode(head, 10);

appendNode(head, 20);

appendNode(head, 30);

cout << "Original list: ";

displayList(head);

// Delete the last node

deleteLastNode(head);

cout << "List after deleting the last node: ";

displayList(head);

return 0;

}

**Output :**

**![](data:image/png;base64,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)**

**Delete at last :**

#include <iostream>

using namespace std;

// Define a Node of the doubly linked list

struct Node {

int data;

Node\* prev;

Node\* next;

Node(int val) : data(val), prev(nullptr), next(nullptr) {}

};

// Function to delete the last node of a doubly linked list

void deleteLastNode(Node\*& head) {

if (!head) { // If the list is empty

cout << "The list is already empty." << endl;

return;

}

if (!head->next) { // If the list has only one node

delete head;

head = nullptr;

cout << "Last node deleted successfully." << endl;

return;

}

Node\* temp = head;

// Traverse to the last node

while (temp->next) {

temp = temp->next;

}

// Update the previous node's next pointer

temp->prev->next = nullptr;

delete temp; // Free the memory of the last node

cout << "Last node deleted successfully." << endl;

}

// Function to display the doubly linked list

void displayList(Node\* head) {

if (!head) {

cout << "The list is empty." << endl;

return;

}

for (Node\* temp = head; temp != nullptr; temp = temp->next) {

cout << temp->data << " ";

}

cout << endl;

}

// Function to insert a node at the end of the doubly linked list

void appendNode(Node\*& head, int data) {

Node\* newNode = new Node(data);

if (!head) { // If the list is empty

head = newNode;

return;

}

Node\* temp = head;

while (temp->next) {

temp = temp->next;

}

temp->next = newNode;

newNode->prev = temp;

}

int main() {

Node\* head = nullptr;

// Add nodes to the doubly linked list

appendNode(head, 10);

appendNode(head, 20);

appendNode(head, 30);

cout << "Original list: ";

displayList(head);

// Delete the last node

deleteLastNode(head);

cout << "List after deleting the last node: ";

displayList(head);

return 0;

}

**Output**
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**Delete at Position :**

#include <iostream>

using namespace std;

// Define a Node of the doubly linked list

struct Node {

int data;

Node\* prev;

Node\* next;

Node(int val) : data(val), prev(nullptr), next(nullptr) {}

};

// Function to delete the last node of a doubly linked list

void deleteLastNode(Node\*& head) {

if (!head) { // If the list is empty

cout << "The list is already empty." << endl;

return;

}

if (!head->next) { // If the list has only one node

delete head;

head = nullptr;

cout << "Last node deleted successfully." << endl;

return;

}

Node\* temp = head;

// Traverse to the last node

while (temp->next) {

temp = temp->next;

}

// Update the previous node's next pointer

temp->prev->next = nullptr;

delete temp; // Free the memory of the last node

cout << "Last node deleted successfully." << endl;

}

// Function to display the doubly linked list

void displayList(Node\* head) {

if (!head) {

cout << "The list is empty." << endl;

return;

}

for (Node\* temp = head; temp != nullptr; temp = temp->next) {

cout << temp->data << " ";

}

cout << endl;

}

// Function to insert a node at the end of the doubly linked list

void appendNode(Node\*& head, int data) {

Node\* newNode = new Node(data);

if (!head) { // If the list is empty

head = newNode;

return;

}

Node\* temp = head;

while (temp->next) {

temp = temp->next;

}

temp->next = newNode;

newNode->prev = temp;

}

int main() {

Node\* head = nullptr;

// Add nodes to the doubly linked list

appendNode(head, 10);

appendNode(head, 20);

appendNode(head, 30);

cout << "Original list: ";

displayList(head);

// Delete the last node

deleteLastNode(head);

cout << "List after deleting the last node: ";

displayList(head);

return 0;

}

**Output :**
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**Delete by Value :**

#include <iostream>

using namespace std;

// Define a Node of the doubly linked list

struct Node {

int data;

Node\* prev;

Node\* next;

Node(int val) : data(val), prev(nullptr), next(nullptr) {}

};

// Function to delete a node by its value in a doubly linked list

void deleteNodeByValue(Node\*& head, int value) {

if (head == nullptr) { // If the list is empty

cout << "The list is empty." << endl;

return;

}

Node\* temp = head;

// Search for the node with the specified value

while (temp != nullptr && temp->data != value) {

temp = temp->next;

}

if (temp == nullptr) { // Value not found

cout << "Value " << value << " not found in the list." << endl;

return;

}

// Node with the value found

if (temp == head) { // If it's the head node

head = head->next;

if (head != nullptr) {

head->prev = nullptr;

}

} else if (temp->next == nullptr) { // If it's the last node

temp->prev->next = nullptr;

} else { // If it's a middle node

temp->prev->next = temp->next;

temp->next->prev = temp->prev;

}

delete temp; // Free the memory of the node

cout << "Node with value " << value << " deleted successfully." << endl;

}

// Function to display the doubly linked list

void displayList(Node\* head) {

Node\* temp = head;

while (temp != nullptr) {

cout << temp->data << " ";

temp = temp->next;

}

cout << endl;

}

// Function to insert a node at the end of the doubly linked list

void appendNode(Node\*& head, int data) {

Node\* newNode = new Node(data);

if (head == nullptr) { // If the list is empty

head = newNode;

return;

}

Node\* temp = head;

while (temp->next != nullptr) {

temp = temp->next;

}

temp->next = newNode;

newNode->prev = temp;

}

int main() {

Node\* head = nullptr;

// Add nodes to the doubly linked list

appendNode(head, 10);

appendNode(head, 20);

appendNode(head, 30);

appendNode(head, 40);

cout << "Original list: ";

displayList(head);

// Delete a node by value

deleteNodeByValue(head, 20);

cout << "List after deleting the node with value 20: ";

displayList(head);

// Try deleting a non-existent value

deleteNodeByValue(head, 50);

return 0;

}

**Output :**
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**Tree :**

**Count Nodes :**

#include <iostream>

using namespace std;

// Define a Node of the doubly linked list

struct Node {

int data;

Node\* prev;

Node\* next;

Node(int val) : data(val), prev(nullptr), next(nullptr) {}

};

// Function to delete the last node of a doubly linked list

void deleteLastNode(Node\*& head) {

if (!head) { // If the list is empty

cout << "The list is already empty." << endl;

return;

}

if (!head->next) { // If the list has only one node

delete head;

head = nullptr;

cout << "Last node deleted successfully." << endl;

return;

}

Node\* temp = head;

// Traverse to the last node

while (temp->next) {

temp = temp->next;

}

// Update the previous node's next pointer

temp->prev->next = nullptr;

delete temp; // Free the memory of the last node

cout << "Last node deleted successfully." << endl;

}

// Function to display the doubly linked list

void displayList(Node\* head) {

if (!head) {

cout << "The list is empty." << endl;

return;

}

for (Node\* temp = head; temp != nullptr; temp = temp->next) {

cout << temp->data << " ";

}

cout << endl;

}

// Function to insert a node at the end of the doubly linked list

void appendNode(Node\*& head, int data) {

Node\* newNode = new Node(data);

if (!head) { // If the list is empty

head = newNode;

return;

}

Node\* temp = head;

while (temp->next) {

temp = temp->next;

}

temp->next = newNode;

newNode->prev = temp;

}

int main() {

Node\* head = nullptr;

// Add nodes to the doubly linked list

appendNode(head, 10);

appendNode(head, 20);

appendNode(head, 30);

cout << "Original list: ";

displayList(head);

// Delete the last node

deleteLastNode(head);

cout << "List after deleting the last node: ";

displayList(head);

return 0;

}

**Output :**
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**Deletion**

#include <iostream>

using namespace std;

// Define a Node of the doubly linked list

struct Node {

int data;

Node\* prev;

Node\* next;

Node(int val) : data(val), prev(nullptr), next(nullptr) {}

};

// Function to delete the last node of a doubly linked list

void deleteLastNode(Node\*& head) {

if (!head) { // If the list is empty

cout << "The list is already empty." << endl;

return;

}

if (!head->next) { // If the list has only one node

delete head;

head = nullptr;

cout << "Last node deleted successfully." << endl;

return;

}

Node\* temp = head;

// Traverse to the last node

while (temp->next) {

temp = temp->next;

}

// Update the previous node's next pointer

temp->prev->next = nullptr;

delete temp; // Free the memory of the last node

cout << "Last node deleted successfully." << endl;

}

// Function to display the doubly linked list

void displayList(Node\* head) {

if (!head) {

cout << "The list is empty." << endl;

return;

}

for (Node\* temp = head; temp != nullptr; temp = temp->next) {

cout << temp->data << " ";

}

cout << endl;

}

// Function to insert a node at the end of the doubly linked list

void appendNode(Node\*& head, int data) {

Node\* newNode = new Node(data);

if (!head) { // If the list is empty

head = newNode;

return;

}

Node\* temp = head;

while (temp->next) {

temp = temp->next;

}

temp->next = newNode;

newNode->prev = temp;

}

int main() {

Node\* head = nullptr;

// Add nodes to the doubly linked list

appendNode(head, 10);

appendNode(head, 20);

appendNode(head, 30);

cout << "Original list: ";

displayList(head);

// Delete the last node

deleteLastNode(head);

cout << "List after deleting the last node: ";

displayList(head);

return 0;

}

**Output :**
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**Duplication :**

#include <iostream>

using namespace std;

// Node structure

struct Node {

int data;

Node\* left;

Node\* right;

Node(int val) : data(val), left(nullptr), right(nullptr) {}

};

// Function to insert a value (with duplicate check)

Node\* insert(Node\* root, int val) {

if (!root) {

return new Node(val);

}

if (val < root->data) {

root->left = insert(root->left, val);

} else if (val > root->data) {

root->right = insert(root->right, val);

} else {

cout << "Duplicate value " << val << " is not allowed." << endl;

}

return root;

}

// Main function to test duplication handling

int main() {

Node\* root = nullptr;

root = insert(root, 10);

root = insert(root, 5);

root = insert(root, 15);

root = insert(root, 3);

root = insert(root, 7);

root = insert(root, 12);

root = insert(root, 10); // Attempting to insert a duplicate value

root = insert(root, 18);

cout << "Insertion complete." << endl;

return 0;

}

**Output :**

**![](data:image/png;base64,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)**

**Inorder :**

#include <iostream>

using namespace std;

// Node structure

struct Node {

int data;

Node\* left;

Node\* right;

Node(int val) {

data = val;

left = NULL;

right = NULL;

}

};

void inorder(Node\* root) {

if (root == NULL) return;

inorder(root->left);

cout << root->data << " ";

inorder(root->right);

}

// Function to insert a new value

Node\* insert(Node\* root, int val) {

if (root == NULL) {

return new Node(val);

}

if (val < root->data) {

root->left = insert(root->left, val);

} else if (val > root->data) {

root->right = insert(root->right, val);

}

return root;

}

// Main function to test insertion

int main() {

Node\* root = NULL;

root = insert(root, 10);

root = insert(root, 5);

root = insert(root, 15);

inorder(root);

cout << "\nValues inserted successfully!" << endl;

return 0;

}

**Output :**

**![](data:image/png;base64,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)**

**Searching :**

#include <iostream>

using namespace std;

// Node structure

struct Node {

int data;

Node\* left;

Node\* right;

Node(int val) : data(val), left(nullptr), right(nullptr) {}

};

// Function to search for a value

bool search(Node\* root, int key) {

if (!root) return false;

if (root->data == key) return true;

if (key < root->data) {

return search(root->left, key);

} else {

return search(root->right, key);

}

}

// Main function to test searching

int main() {

Node\* root = new Node(10);

root->left = new Node(5);

root->right = new Node(15);

int searchKey = 5;

if (search(root, searchKey)) {

cout << "Value " << searchKey << " is present in the tree." << endl;

} else {

cout << "Value " << searchKey << " is not present in the tree." << endl;

}

return 0;

}

**Output :**

**![](data:image/png;base64,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)**

**Traversing :**

#include <iostream>

using namespace std;

// Node structure

struct Node {

int data;

Node\* left;

Node\* right;

Node(int val) : data(val), left(nullptr), right(nullptr) {}

};

// Traversal functions

void inorder(Node\* root) {

if (!root) return;

inorder(root->left);

cout << root->data << " ";

inorder(root->right);

}

void preorder(Node\* root) {

if (!root) return;

cout << root->data << " ";

preorder(root->left);

preorder(root->right);

}

void postorder(Node\* root) {

if (!root) return;

postorder(root->left);

postorder(root->right);

cout << root->data << " ";

}

// Main function to test traversals

int main() {

Node\* root = new Node(10);

root->left = new Node(5);

root->right = new Node(15);

root->left->left = new Node(3);

root->left->right = new Node(7);

root->right->left = new Node(12);

root->right->right = new Node(18);

cout << "In-order Traversal: ";

inorder(root);

cout << endl;

cout << "Pre-order Traversal: ";

preorder(root);

cout << endl;

cout << "Post-order Traversal: ";

postorder(root);

cout << endl;

return 0;

}

**Output :  
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